МИНИСТЕРСТВОНАУКИИ ВЫСШЕГО ОБРАЗОВАНИЯ РОССИЙСКОЙ ФЕДЕРАЦИИ

федеральное государственное бюджетное образовательное учреждение   
высшего образования

«УЛЬЯНОВСКИЙ ГОСУДАРСТВЕННЫЙ ТЕХНИЧЕСКИЙ   
УНИВЕРСИТЕТ»

Факультет информационных систем и технологий

Кафедра Информационные системы

Отчет по практике

защищен с оценкой \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

(оценка прописью)

Руководитель   
практики от  
университета \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

(должность)

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

(подпись) (ФИО)

**ОТЧЕТ по**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ практике

(вид практики)

Студента \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

(ФИО)

Направление (специальность,

профиль) подготовки \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Группа \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Место прохождения практики \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

(наименование профильной организации, подразделение университета)

Ульяновск 20\_\_\_ г.

Задание 1:

Создание приложения (консольное приложение), знакомство с языком.

* 1. Пользователь вводит в консоль два числа, определить, делится ли второе на первое, и вывести об этом сообщение в консоль.
  2. Пользователь вводит в консоль три числа. Определить, делится ли их сумма на разность первого и второго, и вывести об этом сообщение в консоль.

Код:

* 1. Program.cs

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Lab1

{

class Program

{

static void Main(string[] args)

{

int i = 0;

while (true)

{

Console.Clear();

switch (i)

{

case 0:

{

Console.ForegroundColor = ConsoleColor.Red;

Console.WriteLine("----------------------------------");

Console.WriteLine("| Task 6 |");

Console.WriteLine("----------------------------------");

Console.ForegroundColor = ConsoleColor.Gray;

Console.WriteLine("----------------------------------");

Console.WriteLine("| Task 10 |");

Console.WriteLine("----------------------------------");

Console.WriteLine("----------------------------------");

Console.WriteLine("| Exit |");

Console.WriteLine("----------------------------------");

}

break;

case 1:

{

Console.ForegroundColor = ConsoleColor.Gray;

Console.WriteLine("----------------------------------");

Console.WriteLine("| Task 6 |");

Console.WriteLine("----------------------------------");

Console.ForegroundColor = ConsoleColor.Red;

Console.WriteLine("----------------------------------");

Console.WriteLine("| Task 10 |");

Console.WriteLine("----------------------------------");

Console.ForegroundColor = ConsoleColor.Gray;

Console.WriteLine("----------------------------------");

Console.WriteLine("| Exit |");

Console.WriteLine("----------------------------------");

}

break;

case 2:

{

Console.ForegroundColor = ConsoleColor.Gray;

Console.WriteLine("----------------------------------");

Console.WriteLine("| Task 6 |");

Console.WriteLine("----------------------------------");

Console.WriteLine("----------------------------------");

Console.WriteLine("| Task 10 |");

Console.WriteLine("----------------------------------");

Console.ForegroundColor = ConsoleColor.Red;

Console.WriteLine("----------------------------------");

Console.WriteLine("| Exit |");

Console.WriteLine("----------------------------------");

Console.ForegroundColor = ConsoleColor.Gray;

}

break;

}

ConsoleKeyInfo d = Console.ReadKey();

if (d.KeyChar == 'w') if (i - 1 < 0) i = 2; else i--;

if (d.KeyChar == 's') if (i + 1 > 2) i = 0; else i++;

if (d.Key == ConsoleKey.Enter)

{

bool anyExceptions = true;

switch(i)

{

case 0:

{

while (anyExceptions)

{

Console.Clear();

Console.WriteLine("Enter 2 numbers:");

try

{

int a = Convert.ToInt32(Console.ReadLine());

int b = Convert.ToInt32(Console.ReadLine());

if ((a != 0) && b % a == 0) Console.WriteLine("Divisible.");

else Console.WriteLine("Indivisible.");

anyExceptions = false;

Console.WriteLine("Press any key to return to menu...");

Console.ReadKey();

}

catch (Exception ex)

{

Console.WriteLine(ex.Message + "\nPress any key to retry...");

Console.ReadKey();

}

}

}

break;

case 1:

{

while (anyExceptions)

{

Console.Clear();

Console.WriteLine("Enter 3 numbers:");

try

{

int a = Convert.ToInt32(Console.ReadLine());

int b = Convert.ToInt32(Console.ReadLine());

int c = Convert.ToInt32(Console.ReadLine());

if ((b - a) != 0 && (a + b + c) % (b - a) == 0) Console.WriteLine("Divisible.");

else Console.WriteLine("Indivisible.");

anyExceptions = false;

Console.WriteLine("Press any key to return to menu...");

Console.ReadKey();

}

catch (Exception ex)

{

Console.WriteLine(ex.Message + "\nPress any key to retry...");

Console.ReadKey();

}

}

}

break;

case 2:

Environment.Exit(0);

break;

}

}

if (d.Key == ConsoleKey.Escape) Environment.Exit(0);

}

}

}

}

Задание 2:

Создание приложения (консольное приложение), работа с одномерным массивом.

Блок 1:

1.6. Дано N целых чисел. Требуется выбрать из них три таких числа, произведение которых максимально.

1.10. Дан целочисленный массив A размера 11. Вывести номер первого из тех его элементов A[i], которые удовлетворяют двойному неравенству: A[1] < A[i] < A[10]. Если таких элементов нет, то вывести 0.

Блок 2:

2.6. Дан массив размера N. Определить количество его промежутков монотонности (то есть участков, на которых его элементы возрастают или убывают) и переставить местами первый и последний из них.

2.10. Поменять местами первое простое и первое совершенное числа в массиве

Блок 3:

3.6. Вставить 0 после каждого элемента, большего по модулю среднего арифметического положительных элементов. Тестовый массив 4 5 6 -4 -5 -12 -34 3 4 Результат: среднее арифметическое равно 4,4, результат вывода: 4 5 0 6 0 -4 -5 0 -12 0 -34 0 3 4

3.10. Вставить максимальное положительное после каждого нечетного отрицательного. Тестовый пример -12 -3 -4 5 3 4 5 -12 -4 -5 6 5 4 Результат: максимальное положительное=6, результат вывода: -12 -3 6 -4 5 3 4 5 -12 -4 -5 6 6 5 4

Блок 4:

4.6. Удалить элементы массива НЕ кратные его последнему элементу (последний элемент при этом не рассматривать). Тестовый пример 4 3 4 5 -1 -2 -3 2. Результат: 4 4 -2 2.

4.10. Удалить элементы массива, которые будут делителями для суммы его первого и последнего элементов (элементы рассматривать по модулю). Тестовый пример 2 3 4 5 -1 -2 -3 -4. Результат: Сумма первого и последнего 6, результат 4 5 -4.

Код:

Program.cs

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Lab2

{

class Program

{

static void Main(string[] args)

{

int i = 0;

Console.SetWindowSize(60, 50);

Menu menu = new Menu(8);

while (true)

{

Console.Clear();

menu.print(i);

ConsoleKeyInfo d = Console.ReadKey();

if (d.KeyChar == 'w' || d.KeyChar == 'ц') if (i - 1 < 0) i = 8; else i--;

if (d.KeyChar == 's' || d.KeyChar == 'ы') if (i + 1 > 8) i = 0; else i++;

if (d.Key == ConsoleKey.Enter)

{

Console.Clear();

bool anyExceptions = true;

switch(i)

{

case 0:

{

while (anyExceptions)

{

Console.Clear();

Console.WriteLine("Enter array size, min value, max value: ");

try

{

int n = Convert.ToInt32(Console.ReadLine());

int min = Convert.ToInt32(Console.ReadLine());

int max = Convert.ToInt32(Console.ReadLine());

Array1D a1d = new Array1D(n, min, max);

Console.WriteLine("\nAnswer: " + String.Join(" ", a1d.solve\_task1()) + "\n\nFrom generated array:");

a1d.print(a1d.n);

anyExceptions = false;

}

catch (Exception ex)

{

Console.WriteLine(ex.Message + "\nPress any key to retry...");

}

Console.WriteLine("\nPress any key to return to menu...");

Console.ReadKey();

}

}

break;

case 1:

{

while (anyExceptions)

{

Console.Clear();

Console.WriteLine("Enter min value, max value of array elements: ");

try

{

int min = Convert.ToInt32(Console.ReadLine());

int max = Convert.ToInt32(Console.ReadLine());

Array1D a1d = new Array1D(11, min, max);

Console.WriteLine("\nAnswer: " + Convert.ToString(a1d.solve\_task2()) + "\n\nFrom generated array: ");

a1d.print(a1d.n);

anyExceptions = false;

}

catch (Exception ex)

{

Console.WriteLine(ex.Message + "\nPress any key to retry...");

}

Console.WriteLine("\nPress any key to return to menu...");

Console.ReadKey();

}

}

break;

case 2:

{

while (anyExceptions)

{

Console.Clear();

Console.WriteLine("Enter array size, min value, max value: ");

try

{

int n = Convert.ToInt32(Console.ReadLine());

int min = Convert.ToInt32(Console.ReadLine());

int max = Convert.ToInt32(Console.ReadLine());

Array1D a1d = new Array1D(n, min, max);

Console.WriteLine("Generated array: ");

a1d.print(a1d.n);

a1d.solve\_task3();

Console.WriteLine("Solved array: ");

a1d.print(a1d.n);

anyExceptions = false;

}

catch (Exception ex)

{

Console.WriteLine(ex.Message + "\nPress any key to retry...");

}

Console.WriteLine("\nPress any key to return to menu...");

Console.ReadKey();

}

}

break;

case 3:

{

while (anyExceptions)

{

Console.Clear();

Console.WriteLine("Enter array size, min value, max value: ");

try

{

int n = Convert.ToInt32(Console.ReadLine());

int min = Convert.ToInt32(Console.ReadLine());

int max = Convert.ToInt32(Console.ReadLine());

Array1D a1d = new Array1D(n, min, max);

Console.WriteLine("Generated array: ");

a1d.print(a1d.n);

a1d.solve\_task4();

Console.WriteLine("Changed array: ");

a1d.print(a1d.n);

anyExceptions = false;

}

catch (Exception ex)

{

Console.WriteLine(ex.Message + "\nPress any key to retry...");

}

Console.WriteLine("\nPress any key to return to menu...");

Console.ReadKey();

}

}

break;

case 4:

{

while (anyExceptions)

{

Console.Clear();

Console.WriteLine("Enter array size, min value, max value: ");

try

{

int n = Convert.ToInt32(Console.ReadLine());

int min = Convert.ToInt32(Console.ReadLine());

int max = Convert.ToInt32(Console.ReadLine());

Array1D a1d = new Array1D(n \* 2, min, max);

Console.WriteLine("\nGenerated array: ");

a1d.print(a1d.n / 2);

a1d.solve\_task5();

anyExceptions = false;

}

catch (Exception ex)

{

Console.WriteLine(ex.Message + "\nPress any key to retry...");

}

Console.WriteLine("\nPress any key to return to menu...");

Console.ReadKey();

}

}

break;

case 5:

{

while (anyExceptions)

{

Console.Clear();

Console.WriteLine("Enter array size, min value, max value: ");

try

{

int n = Convert.ToInt32(Console.ReadLine());

int min = Convert.ToInt32(Console.ReadLine());

int max = Convert.ToInt32(Console.ReadLine());

Array1D a1d = new Array1D(n \* 2, min, max);

Console.WriteLine("\nGenerated array: ");

a1d.print(a1d.n / 2);

Console.WriteLine("\nChanged array: ");

a1d.solve\_task6();

anyExceptions = false;

}

catch (Exception ex)

{

Console.WriteLine(ex.Message + "\nPress any key to retry...");

}

Console.WriteLine("\nPress any key to return to menu...");

Console.ReadKey();

}

}

break;

case 6:

{

while (anyExceptions)

{

Console.Clear();

Console.WriteLine("Enter array size, min value, max value: ");

try

{

int n = Convert.ToInt32(Console.ReadLine());

int min = Convert.ToInt32(Console.ReadLine());

int max = Convert.ToInt32(Console.ReadLine());

Array1D a1d = new Array1D(n, min, max);

Console.WriteLine("\nGenerated array: ");

a1d.print(a1d.n);

Console.WriteLine("\nChanged array: ");

a1d.solve\_task7();

anyExceptions = false;

}

catch (Exception ex)

{

Console.WriteLine(ex.Message + "\nPress any key to retry...");

}

Console.WriteLine("\nPress any key to return to menu...");

Console.ReadKey();

}

}

break;

case 7:

{

while (anyExceptions)

{

Console.Clear();

Console.WriteLine("Enter array size, min value, max value: ");

try

{

int n = Convert.ToInt32(Console.ReadLine());

int min = Convert.ToInt32(Console.ReadLine());

int max = Convert.ToInt32(Console.ReadLine());

Array1D a1d = new Array1D(n, min, max);

Console.WriteLine("\nGenerated array: ");

a1d.print(a1d.n);

Console.WriteLine("\nChanged array: ");

a1d.solve\_task8();

anyExceptions = false;

}

catch (Exception ex)

{

Console.WriteLine(ex.Message + "\nPress any key to retry...");

}

Console.WriteLine("\nPress any key to return to menu...");

Console.ReadKey();

}

}

break;

case 8:

Environment.Exit(0);

break;

}

}

if (d.Key == ConsoleKey.Escape) Environment.Exit(0);

}

}

}

}

Array1D.cs

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Lab2

{

class Array1D

{

protected int[] array;

public int n;

public Array1D(int n, int min, int max)

{

this.array = new int[n];

this.n = n;

Random rand = new Random();

for (int i = 0; i < n; i++) this.array[i] = rand.Next(min, max + 1);

}

public int[] solve\_task1()

{

int max\_case1 = 1;

int max\_case2 = 1;

int[] max\_nums\_1 = new int[3];

int[] max\_nums\_2 = new int[3];

bool[] flags = Enumerable.Repeat(false, array.Length).ToArray();

bool flag = false;

int max\_j = -1;

int cur;

bool has\_zero = false;

//Solve for case 1 (3 positives, should work with 3 negatives)

for (int i = 0; i < 3; i++)

{

flag = false;

cur = Int32.MinValue;

for (int j = 0; j < array.Length; j++)

{

if (array[j] >= cur && !flags[j])

{

cur = array[j];

max\_j = j;

flag = true;

}

}

flags[max\_j] = true;

if (flag)

{

max\_nums\_1[i] = cur;

max\_case1 \*= cur;

}

}

//Solve for case 2 (2 negatives 1 positive)

flags = Enumerable.Repeat(false, array.Length).ToArray();

for (int i = 0; i < 2; i++)

{

flag = false;

cur = -1;

for (int j = 0; j < array.Length; j++)

{

if (array[j] <= cur && !flags[j])

{

cur = array[j];

max\_j = j;

flag = true;

}

}

flags[max\_j] = true;

if (flag)

{

max\_case2 \*= cur;

max\_nums\_2[i] = cur;

}

}

cur = 0;

max\_j = 0;

for (int j = 0; j < array.Length; j++)

{

if (array[j] == 0) has\_zero = true;

if (array[j] > cur && !max\_nums\_2.Contains(array[j]))

{

cur = array[j];

}

}

max\_nums\_2[2] = cur;

max\_case2 \*= cur;

if (has\_zero)

{

if (max\_case1 > max\_case2) return max\_nums\_1;

else return max\_nums\_2;

}

else if (max\_case1 == 0 || max\_case1 > max\_case2) return max\_nums\_1;

else return max\_nums\_2;

}

public int solve\_task2()

{

int i = 0;

while (i < 11)

{

if (array[i] > array[1] && array[i] < array[10]) return i;

i++;

}

return 0;

}

public void solve\_task3()

{

bool mnt = true; // true = growing, false = declining

int i = 0;

int first\_start = -1;

int first\_end = -1;

int last\_start = -1;

int last\_end = -1;

try

{

//Finding the 1st mnt zone

while (array[i] == array[i + 1] && i < array.Length - 1) i++;

if (i < array.Length - 1 && array[i] > array[i + 1]) mnt = false;

first\_start = i;

if (mnt) while (i < array.Length - 1 && array[i] < array[i + 1]) i++;

else while (i < array.Length - 1 && array[i] > array[i + 1]) i++;

first\_end = i;

//Finding the 2nd mnt zone

i = array.Length - 1;

while (array[i] == array[i - 1] && i > 0) i--;

if (i > 0 && array[i] > array[i - 1]) mnt = true;

else mnt = false;

last\_end = i;

if (mnt) while (i > 0 && array[i] > array[i - 1]) i--;

else while (i > 0 && array[i] < array[i - 1]) i--;

last\_start = i;

}

catch (Exception ex) {}

List<int> firstext = new List<int>();

List<int> lastext = new List<int>();

for (i = first\_start; i <= first\_end; i++)

{

firstext.Add(array[i]);

array[i] = Int32.MinValue;

}

for (i = last\_start; i <= last\_end; i++)

{

lastext.Add(array[i]);

array[i] = Int32.MinValue;

}

int ext\_count = 0;

i = 0;

while (i < array.Length - 1 && array[i] == array[i + 1]) i++;

if (i != array.Length - 1)

{

if (array[i] > array[i + 1]) mnt = false;

else mnt = true;

for (i = 0; i < array.Length - 1; i++)

{

if (array[i] == array[i + 1]) continue;

if (array[i] > array[i + 1] && mnt)

{

ext\_count++;

mnt = !mnt;

}

if (array[i] < array[i + 1] && !mnt)

{

ext\_count++;

mnt = !mnt;

}

}

}

else ext\_count = -1;

Console.Write("Mnt count: " + (ext\_count + 1));

int offset = (last\_end - last\_start + 1) - (first\_end - first\_start + 1);

if (offset != 0 && first\_start != -1 && first\_end != -1 && last\_start != -1 && last\_end != -1)

{

if (offset > 0)

{

i = array.Length - 1;

while (array[i] != Int32.MinValue) i--;

while (array[i] == Int32.MinValue) i--;

while (array[i] != Int32.MinValue)

{

array[i + 1] = array[i];

array[i] = Int32.MinValue;

i--;

}

}

if (offset < 0)

{

i = 0;

while (array[i] != Int32.MinValue) i++;

while (array[i] == Int32.MinValue) i++;

while (array[i] != Int32.MinValue)

{

array[i - 1] = array[i];

array[i] = Int32.MinValue;

i++;

}

}

i = 0;

while (array[i] != Int32.MinValue) i++;

for (int j = 0; j < lastext.Count; j++)

{

array[i] = lastext[j];

i++;

}

i = array.Length - 1;

while (array[i] != Int32.MinValue) i--;

for (int j = 0; j < firstext.Count; j++)

{

array[i] = firstext[firstext.Count - j - 1];

i--;

}

}

else

{

for (i = 0; i < firstext.Count; i++)

{

array[first\_start] = lastext[i];

array[last\_start] = firstext[i];

first\_start++;

last\_start++;

}

}

}

public void solve\_task4()

{

int sum = 0;

int i = 0;

bool flag\_perfect = false;

for (i = 0; i < array.Length; i++)

{

sum = 0;

for (int j = 1; j < Math.Truncate(Math.Sqrt(array[i])) + 1; j++)

{

if (array[i] % j == 0) sum += j + (array[i] / j);

}

if (array[i] == (sum - array[i]) && Math.Abs(array[i]) >= 6)

{

flag\_perfect = true;

break;

}

}

int count = 0;

int k = 0;

bool flag\_prime = false;

for (k = 0; k < array.Length; k++)

{

count = 0;

for (int j = 1; j < Math.Truncate(Math.Sqrt(array[k])) + 1; j++)

{

if ((array[k] % j) == 0) count++;

}

if (count == 1)

{

flag\_prime = true;

break;

}

}

if (flag\_perfect) Console.WriteLine("\nPerfect number index: " + i);

else Console.WriteLine("\nNo perfect number found.");

if (flag\_prime) Console.WriteLine("Prime number index: " + k + '\n');

else Console.WriteLine("No prime number found." + '\n');

if (flag\_perfect && flag\_prime)

{

int temp = array[i];

array[i] = array[k];

array[k] = temp;

}

}

public void solve\_task5()

{

double average = -1;

int sum = 0;

int count = 0;

int new\_len = array.Length / 2;

for (int i = 0; i < new\_len; i++)

{

if (array[i] > 0)

{

sum += array[i];

count++;

}

}

if (count != 0) average = (double)sum / (double)count;

for (int i = 0; i < new\_len; i++)

{

if (Math.Abs(array[i]) > average)

{

for (int j = array.Length - 1; j > i; j--)

{

array[j] = array[j - 1];

}

array[i + 1] = 0;

i++;

new\_len++;

}

}

Console.WriteLine("Average: " + average);

for (int i = 0; i < new\_len; i++) Console.Write("" + array[i] + " ");

}

public void solve\_task6()

{

int new\_len = array.Length / 2;

int maxpos = -1;

for (int i = 0; i < array.Length; i++)

{

if (array[i] > maxpos) maxpos = array[i];

}

Console.WriteLine("Max positive: " + maxpos);

if (maxpos == -1)

{

Console.WriteLine("No positive numbers found.");

return;

}

for (int i = 0; i < new\_len; i++)

{

if (array[i] % 2 == -1)

{

for (int j = array.Length - 1; j > i; j--)

{

array[j] = array[j - 1];

}

array[i + 1] = maxpos;

i++;

new\_len++;

}

}

for (int i = 0; i < new\_len; i++) Console.Write("" + array[i] + " ");

}

public void solve\_task7()

{

if (array[array.Length - 1] == 0)

{

Console.WriteLine("Last element is 0.");

return;

}

int last = array[array.Length - 1];

int new\_len = array.Length;

int k = array.Length - 2;

for (int i = 0; i < array.Length; i++)

{

if (array[i] % last != 0)

{

for (int j = i; j < array.Length - 1; j++)

{

array[j] = array[j + 1];

}

new\_len--;

i--;

}

}

for (int i = 0; i < new\_len; i++)

{

Console.Write("" + array[i] + " ");

}

}

public void solve\_task8()

{

if (array[0] + array[array.Length - 1] == 0)

{

Console.WriteLine("Sum is 0.");

Console.Write(String.Join(" ", array));

return;

}

int sum = array[0] + array[array.Length - 1];

int new\_len = array.Length;

int k = array.Length - 2;

for (int i = 0; i < array.Length; i++)

{

if (array[i] != 0 && sum % array[i] == 0)

{

for (int j = i; j < array.Length - 1; j++)

{

array[j] = array[j + 1];

}

new\_len--;

i--;

}

}

for (int i = 0; i < new\_len; i++)

{

Console.Write("" + array[i] + " ");

}

}

public void print(int len)

{

for (int i = 0; i < len; i++)

{

Console.Write(String.Format("{0, -4}", array[i]));

}

Console.WriteLine();

Console.ForegroundColor = ConsoleColor.Gray;

}

}

}

Menu.cs

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Lab2

{

class Menu

{

int task\_count;

public Menu(int i)

{

this.task\_count = i;

}

public void print(int cur\_i)

{

for (int k = 0; k < task\_count; k++)

{

if (k == cur\_i) Console.ForegroundColor = ConsoleColor.Red;

else Console.ForegroundColor = ConsoleColor.Gray;

Console.WriteLine("----------------------------------");

Console.WriteLine("| Task {0} |", k);

Console.WriteLine("----------------------------------");

}

if (cur\_i == task\_count) Console.ForegroundColor = ConsoleColor.Red;

else Console.ForegroundColor = ConsoleColor.Gray;

Console.WriteLine("----------------------------------");

Console.WriteLine("| Exit |");

Console.WriteLine("----------------------------------");

}

}

}

Задание 3:

Создание приложения (консольное приложение), работа с двумерным массивом.

Блок 1:

1.6. Поменять местами столбец с первым отрицательным в последней строке и последним положительным в первой.

1.10. Найти сумму в первой половине массива и сумму во второй (по столбцам). Определить, какая из этих сумм больше. Если первая больше, заменить нулями элементы в первом столбце, иначе в первой строке.

Блок 2:

2.6. Добавить(дублировать) строку, содержащую максимальный элемент после строк с элементами массива, которые будут делителями для суммы его первого и последнего элементов (элементы рассматривать по модулю).

2.10. Добавить строку нулей после строки с элементами, которые будут делителями для суммы его первого, второго (в первой строке) и последнего элементов (элементы рассматривать по модулю).

Блок 3:

3.6. Упорядочить элементы в матрице по возрастанию (справа налево, снизу-вверх).

3.10. Отсортировать матрицу по возрастанию. Направление: слева направо, сверху вниз.

Код:

Array2D.cs (реализация)

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Lab3

{

class Array2D

{

protected int[][] array;

public int n;

public Array2D(int n, int m, int min, int max)

{

this.array = new int[n][];

this.n = n;

Random rand = new Random();

for (int i = 0; i < n; i++)

{

this.array[i] = new int[m];

for (int j = 0; j < array[i].Length; j++)

{

array[i][j] = rand.Next(min, max + 1);

}

}

}

public void solve\_106()

{

int first\_neg\_i = -1;

int last\_pos\_i = -1;

int i = 0;

while (first\_neg\_i == -1 && i < array[array.Length - 1].Length)

{

if (array[array.Length - 1][i] < 0) first\_neg\_i = i;

i++;

}

i = array[0].Length - 1;

while (last\_pos\_i == -1 && i >= 0)

{

if (array[0][i] > 0) last\_pos\_i = i;

i--;

}

if (first\_neg\_i == -1 || last\_pos\_i == -1)

{

Console.WriteLine("Could not find one of the two numbers.");

return;

}

i = 0;

for (i = 0; i < array.Length; i++)

{

int temp = array[i][first\_neg\_i];

array[i][first\_neg\_i] = array[i][last\_pos\_i];

array[i][last\_pos\_i] = temp;

}

}

public void solve\_110()

{

int fh = 0, sh = 0;

int c = array.Length / 2 + array.Length % 2;

for (int i = 0; i < array[0].Length / 2; i++)

{

Console.WriteLine("c = " + c + " i = " + i);

for (int j = 0; j < array.Length; j++)

{

fh += array[j][i];

sh += array[j][c];

}

c++;

}

if (array[0].Length % 2 != 0)

{

for (int i = 0; i < array.Length; i++) sh += array[i][array.Length / 2];

}

Console.WriteLine("First half: " + fh);

Console.WriteLine("Second half: " + sh);

if (fh > sh)

{

for (int i = 0; i < array.Length; i++)

{

array[i][0] = 0;

}

}

else

{

for (int i = 0; i < array[0].Length; i++)

{

array[0][i] = 0;

}

}

}

public void solve\_206()

{

int sum = Math.Abs(array[0][0]) + Math.Abs(array[array.Length - 1][array[0].Length - 1]);

int max = Int32.MinValue;

int max\_i = -1;

int new\_len = array.Length / 2;

for (int i = 0; i < new\_len; i++)

{

for (int j = 0; j < array[i].Length; j++) if (array[i][j] > max)

{

max = array[i][j];

max\_i = i;

}

}

Console.WriteLine("Max: " + max + " Sum: " + sum);

for (int i = 0; i < new\_len; i++)

{

for (int j = 0; j < array[i].Length; j++)

{

if (array[i][j] != 0 && sum % array[i][j] == 0)

{

Console.WriteLine("Found at row " + i);

for (int k = array.Length - 1; k > i; k--) array[k] = array[k - 1];

if (i < max\_i) max\_i++;

array[i + 1] = array[max\_i];

i++;

new\_len++;

break;

}

}

}

Console.WriteLine("New len: " + new\_len);

for (int i = 0; i < new\_len; i++)

{

for (int j = 0; j < array[i].Length; j++)

{

Console.Write(String.Format("{0, 3} ", array[i][j]));

}

Console.Write(Environment.NewLine + Environment.NewLine);

}

}

public void solve\_210()

{

int sum = Math.Abs(array[0][0]) + Math.Abs(array[0][1]) + Math.Abs(array[array.Length - 1][array[0].Length - 1]);

int new\_len = array.Length / 2;

Console.WriteLine("Sum: " + sum);

for (int i = 0; i < new\_len; i++)

{

for (int j = 0; j < array[i].Length; j++)

{

if (array[i][j] != 0 && sum % array[i][j] == 0)

{

Console.WriteLine("Found at row " + i);

for (int k = array.Length - 1; k > i; k--) array[k] = array[k - 1];

for (int m = 0; m < array[i + 1].Length; m++) array[i + 1][m] = 0;

i++;

new\_len++;

break;

}

}

}

for (int i = 0; i < new\_len; i++)

{

for (int j = 0; j < array[i].Length; j++)

{

Console.Write(String.Format("{0, 3} ", array[i][j]));

}

Console.Write(Environment.NewLine + Environment.NewLine);

}

}

public void solve\_306()

{

int i = 0;

int size = array.Length \* array[1].Length;

while (i < size)

{

int cur\_row = i / array.Length;

int cur\_col = i % array.Length;

int max = array[cur\_row][cur\_col];

int max\_i = -1;

int max\_j = -1;

for (int j = cur\_row; j < array.Length; j++)

{

int k;

if (j == cur\_row) k = cur\_col;

else k = 0;

for (; k < array[j].Length; k++)

{

if (array[j][k] > max)

{

max = array[j][k];

max\_i = j;

max\_j = k;

}

}

}

if (max\_i != -1)

{

int temp = array[cur\_row][cur\_col];

array[cur\_row][cur\_col] = array[max\_i][max\_j];

array[max\_i][max\_j] = temp;

}

i++;

}

}

public void solve\_310()

{

int i = 0;

int size = array.Length \* array[1].Length;

while (i < size)

{

int cur\_row = i / array.Length;

int cur\_col = i % array.Length;

int min = array[cur\_row][cur\_col];

int min\_i = -1;

int min\_j = -1;

for (int j = cur\_row; j < array.Length; j++)

{

int k;

if (j == cur\_row) k = cur\_col;

else k = 0;

for (; k < array[j].Length; k++)

{

if (array[j][k] < min)

{

min = array[j][k];

min\_i = j;

min\_j = k;

}

}

}

if (min\_i != -1)

{

int temp = array[cur\_row][cur\_col];

array[cur\_row][cur\_col] = array[min\_i][min\_j];

array[min\_i][min\_j] = temp;

}

i++;

}

}

public void print(int rows)

{

for (int i = 0; i < rows; i++)

{

for (int j = 0; j < array[i].Length; j++)

{

Console.Write(string.Format("{0, 3} ", array[i][j]));

}

Console.Write(Environment.NewLine + Environment.NewLine);

}

}

}

}

Program.cs (меню, интерфейс)

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Lab3

{

class Program

{

static void Main(string[] args)

{

int i = 0;

Console.SetWindowSize(50, 50);

Menu menu = new Menu(6);

while (true)

{

Console.Clear();

menu.print(i);

ConsoleKeyInfo d = Console.ReadKey();

if (d.KeyChar == 'w') if (i - 1 < 0) i = 6; else i--;

if (d.KeyChar == 's') if (i + 1 > 6) i = 0; else i++;

if (d.Key == ConsoleKey.Enter)

{

Console.Clear();

bool anyExceptions = true;

switch (i)

{

case 0:

{

while (anyExceptions)

{

Console.Clear();

Console.WriteLine("Enter 2D array dimensions (rows, cols), min value, max value: ");

try

{

int n = Convert.ToInt32(Console.ReadLine());

int m = Convert.ToInt32(Console.ReadLine());

int min = Convert.ToInt32(Console.ReadLine());

int max = Convert.ToInt32(Console.ReadLine());

Array2D a2d = new Array2D(n, m, min, max);

Console.WriteLine("Generated array: ");

a2d.print(a2d.n);

a2d.solve\_106();

Console.WriteLine("Solved array:");

a2d.print(a2d.n);

anyExceptions = false;

}

catch (Exception ex)

{

Console.WriteLine(ex.Message + "\nPress any key to retry...");

}

Console.WriteLine("\nPress any key to return to menu...");

Console.ReadKey();

}

}

break;

case 1:

{

while (anyExceptions)

{

Console.Clear();

Console.WriteLine("Enter 2D array dimensions (rows, cols), min value, max value: ");

try

{

int n = Convert.ToInt32(Console.ReadLine());

int m = Convert.ToInt32(Console.ReadLine());

int min = Convert.ToInt32(Console.ReadLine());

int max = Convert.ToInt32(Console.ReadLine());

Array2D a2d = new Array2D(n, m, min, max);

Console.WriteLine("Generated array: ");

a2d.print(a2d.n);

a2d.solve\_110();

Console.WriteLine("Solved array:");

a2d.print(a2d.n);

anyExceptions = false;

}

catch (Exception ex)

{

Console.WriteLine(ex.Message + "\nPress any key to retry...");

}

Console.WriteLine("\nPress any key to return to menu...");

Console.ReadKey();

}

}

break;

case 2:

{

while (anyExceptions)

{

Console.Clear();

Console.WriteLine("Enter 2D array dimensions (rows, cols), min value, max value: ");

try

{

int n = Convert.ToInt32(Console.ReadLine());

int m = Convert.ToInt32(Console.ReadLine());

int min = Convert.ToInt32(Console.ReadLine());

int max = Convert.ToInt32(Console.ReadLine());

Array2D a2d = new Array2D(n \* 2, m, min, max);

Console.WriteLine("Generated array: ");

a2d.print(a2d.n / 2);

Console.WriteLine("Solved array:");

a2d.solve\_206();

anyExceptions = false;

}

catch (Exception ex)

{

Console.WriteLine(ex.Message + "\nPress any key to retry...");

}

Console.WriteLine("\nPress any key to return to menu...");

Console.ReadKey();

}

}

break;

case 3:

{

while (anyExceptions)

{

Console.Clear();

Console.WriteLine("Enter 2D array dimensions (rows, cols), min value, max value: ");

try

{

int n = Convert.ToInt32(Console.ReadLine());

int m = Convert.ToInt32(Console.ReadLine());

int min = Convert.ToInt32(Console.ReadLine());

int max = Convert.ToInt32(Console.ReadLine());

Array2D a2d = new Array2D(n \* 2, m, min, max);

Console.WriteLine("Generated array: ");

a2d.print(a2d.n / 2);

Console.WriteLine("Solved array:");

a2d.solve\_210();

anyExceptions = false;

}

catch (Exception ex)

{

Console.WriteLine(ex.Message + "\nPress any key to retry...");

}

Console.WriteLine("\nPress any key to return to menu...");

Console.ReadKey();

}

}

break;

case 4:

{

while (anyExceptions)

{

Console.Clear();

Console.WriteLine("Enter 2D array dimensions (rows, cols), min value, max value: ");

try

{

int n = Convert.ToInt32(Console.ReadLine());

int m = Convert.ToInt32(Console.ReadLine());

int min = Convert.ToInt32(Console.ReadLine());

int max = Convert.ToInt32(Console.ReadLine());

Array2D a2d = new Array2D(n, m, min, max);

Console.WriteLine("Generated array: ");

a2d.print(a2d.n);

a2d.solve\_306();

Console.WriteLine("Solved array:");

a2d.print(a2d.n);

anyExceptions = false;

}

catch (Exception ex)

{

Console.WriteLine(ex.Message + "\nPress any key to retry...");

}

Console.WriteLine("\nPress any key to return to menu...");

Console.ReadKey();

}

}

break;

case 5:

{

while (anyExceptions)

{

Console.Clear();

Console.WriteLine("Enter 2D array dimensions (rows, cols), min value, max value: ");

try

{

int n = Convert.ToInt32(Console.ReadLine());

int m = Convert.ToInt32(Console.ReadLine());

int min = Convert.ToInt32(Console.ReadLine());

int max = Convert.ToInt32(Console.ReadLine());

Array2D a2d = new Array2D(n, m, min, max);

Console.WriteLine("Generated array: ");

a2d.print(a2d.n);

a2d.solve\_310();

Console.WriteLine("Solved array:");

a2d.print(a2d.n);

anyExceptions = false;

}

catch (Exception ex)

{

Console.WriteLine(ex.Message + "\nPress any key to retry...");

}

Console.WriteLine("\nPress any key to return to menu...");

Console.ReadKey();

}

}

break;

}

}

if (d.Key == ConsoleKey.Escape) Environment.Exit(0);

}

}

}

}

Menu.cs

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Lab3

{

class Menu

{

int task\_count;

public Menu(int i)

{

this.task\_count = i;

}

public void print(int cur\_i)

{

for (int k = 0; k < task\_count; k++)

{

if (k == cur\_i) Console.ForegroundColor = ConsoleColor.Red;

else Console.ForegroundColor = ConsoleColor.Gray;

Console.WriteLine("----------------------------------");

Console.WriteLine("| Task {0} |", k);

Console.WriteLine("----------------------------------");

}

if (cur\_i == task\_count) Console.ForegroundColor = ConsoleColor.Red;

else Console.ForegroundColor = ConsoleColor.Gray;

Console.WriteLine("----------------------------------");

Console.WriteLine("| Exit |");

Console.WriteLine("----------------------------------");

}

}

}

Задание 4:

Создание приложения (консольное приложение), работа со строками и файлами.

1.6. Из файла считывается строка, содержащая несколько круглых и квадратных скобок. Если скобки расставлены правильно (то есть каждой открывающей соответствует одна закрывающая), то вывести число 0. В противном случае вывести или номер позиции, в которой расположена первая ошибочная закрывающая скобка, или, если закрывающих скобок не хватает, число –1. Уточнить, каких именно скобок не хватает. Вывод осуществить в файл. Выбор файлов осуществить через диалоги.

1.13. Из файла считывается текст на кириллице. Вывести в другой файл этот же текст на латинице (каждая буква кириллицы заменяется латинской по звучанию или сочетаниями типа ш – sh, ч – ch), инвертируем регистр и располагаем слова в случайном порядке. Выбор файлов осуществить через диалоги.

1.20. Из файла считывается n строк на кириллице. Инвертировать строки, чья длина больше среднего арифметического длин всех строк и инвертировать регистр повторяющихся гласных в них. Вывести гласные и количество их в этих строках в другой файл, отсортированные по выбору пользователя - по алфавиту, по длине слов или по количеству повторов. Выбор файлов осуществить через диалоги.

Код:

Form1.cs

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using System.IO;

using System.Diagnostics;

namespace Lab4Forms

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

timer1.Interval = 1000;

}

private void Form1\_Load(object sender, EventArgs e)

{

}

private void button1\_Click(object sender, EventArgs e)

{

if (openFileDialog1.ShowDialog() == DialogResult.OK)

{

using (StreamReader sr = new StreamReader(openFileDialog1.FileName, Encoding.GetEncoding("utf-8")))

{

string s = sr.ReadLine();

Debug.WriteLine(s);

int balance\_round = 0;

int balance\_square = 0;

Queue<int> opBrckts = new Queue<int>();

for (int i = 0; i < s.Length; i++)

{

if (s[i] == '(') balance\_round++;

if (s[i] == '[') balance\_square++;

if (s[i] == ')') balance\_round--;

if (s[i] == ']') balance\_square--;

if (balance\_round < 0 || balance\_square < 0)

{

label1.Text = "First inappropriate closing bracket at: " + i + '\n';

return;

}

}

if (balance\_round > 0)

{

string l = "-1\nMissing closing circle brackets for opening brackets at: ";

for (int i = s.Length - 1; i >= 0; i--)

{

if (s[i] == ')')

{

int j = i - 1;

while (s[j] != '(' || opBrckts.Contains(j)) j--;

opBrckts.Enqueue(j);

}

if (s[i] == '(' && !opBrckts.Contains(i)) l += Convert.ToString(i) + " ";

}

label1.Text = l;

}

opBrckts.Clear();

if (balance\_square > 0)

{

string l;

if (label1.Text.Contains("-1")) l = "\n";

else l = "\n-1";

l += "\nMissing closing square brackets for opening brackets at: ";

for (int i = s.Length - 1; i >= 0; i--)

{

if (s[i] == ']')

{

int j = i - 1;

while (s[j] != '[' || opBrckts.Contains(j)) j--;

opBrckts.Enqueue(j);

}

if (s[i] == '[' && !opBrckts.Contains(i)) l += Convert.ToString(i) + " ";

}

label1.Text += l;

}

if (balance\_round == 0 && balance\_square == 0) label1.Text = "0";

}

}

}

private void button2\_Click(object sender, EventArgs e)

{

string text = "";

if (openFileDialog1.ShowDialog() == DialogResult.OK)

{

using (StreamReader sr = new StreamReader(openFileDialog1.FileName))

{

string s;

string[] latin = new string[] { "a", "b", "v", "g", "d", "e", "yo", "zh", "z", "i", "ii", "k", "l", "m", "n", "o", "p", "r", "s", "t", "u", "f", "h", "c", "ch", "sh", "sh", "i", "y", "i", "a", "yu", "ya", " ",

"A", "B", "V", "G", "D", "E", "YO", "ZH", "Z", "I", "II", "K", "L", "M", "N", "O", "P", "R", "S", "T", "U", "F", "H", "C", "CH", "SH", "SH", "I", "Y", "I", "A", "YU", "YA", " "};

char[] cyrillic = new char[] { 'а', 'б', 'в', 'г', 'д', 'е', 'ё', 'ж', 'з', 'и', 'й', 'к', 'л', 'м', 'н', 'о', 'п', 'р', 'с', 'т', 'у', 'ф', 'х', 'ц', 'ч', 'ш', 'щ', 'ъ', 'ы', 'ь', 'э', 'ю', 'я', ' ',

'А', 'Б', 'В', 'Г', 'Д', 'Е', 'Ё', 'Ж', 'З', 'И', 'Й', 'К', 'Л', 'М', 'Н', 'О', 'П', 'Р', 'С', 'Т', 'У', 'Ф', 'Х', 'Ц', 'Ч', 'Ш', 'Щ', 'Ъ', 'Ы', 'Ь', 'Э', 'Ю', 'Я', ' '};

while ((s = sr.ReadLine()) != null)

{

Debug.WriteLine(s);

for (int i = 0; i < s.Length; i++)

{

bool flag = false;

for (int j = 0; j < cyrillic.Length; j++) if (cyrillic[j] == s[i]) flag = true;

if (flag) text += latin[(Array.FindIndex(cyrillic, item => item == s[i]) + (cyrillic.Length / 2)) % cyrillic.Length];

else text += s[i];

}

text += Environment.NewLine;

}

label1.Text = text;

}

}

if (saveFileDialog1.ShowDialog() == DialogResult.OK)

{

using (StreamWriter sw = File.CreateText(saveFileDialog1.FileName))

{

//Forming a list of words

List<string> words = new List<string>();

string word;

for (int i = 0; i < text.Length - 1; i++)

{

word = "";

while (i < text.Length - 1 && text[i] != ' ' && Convert.ToString(text[i]) != Environment.NewLine)

{

word += text[i];

i++;

}

words.Add(word);

}

//Shuffle list

Random rand = new Random();

int n = words.Count;

while (n > 1)

{

n--;

int k = rand.Next(n + 1);

string temp = words[k];

words[k] = words[n];

words[n] = temp;

}

//Reforming text

text = "";

foreach (var item in words) text += item + ' ';

sw.Write(text);

}

}

}

private void button3\_Click(object sender, EventArgs e)

{

int n = 0;

string the\_text = "";

HashSet<Dictionary<char, int>> vowel\_string\_set = new HashSet<Dictionary<char, int>>();

try

{

n = Convert.ToInt32(textBox1.Text);

if (openFileDialog1.ShowDialog() == DialogResult.OK)

{

using (StreamReader sr = new StreamReader(openFileDialog1.FileName))

{

string[] text = new string[n];

int i = 0;

string s;

double sum = 0;

while ((s = sr.ReadLine()) != null && i < n)

{

sum += s.Length;

text[i] = s;

i++;

}

sum /= (double)n;

string remaining\_text = Environment.NewLine + s;

while ((s = sr.ReadLine()) != null)

{

remaining\_text += s + Environment.NewLine;

}

Dictionary<char, int> vowels = new Dictionary<char, int>();

string init\_text\_string = String.Join("\n", text);

Debug.WriteLine(init\_text\_string);

for (i = 0; i < n; i++)

{

if (text[i].Length <= sum) text[i] = null;

if (text[i] != null)

{

//Saving the old string

string init\_row = text[i];

StringBuilder sb = new StringBuilder(text[i]);

vowels = new Dictionary<char, int> { { 'а', 0 }, { 'е', 0 }, { 'о', 0 }, { 'у', 0 }, { 'ё', 0 }, { 'ы', 0 }, { 'э', 0 }, { 'я', 0 }, { 'и', 0 }, { 'ю', 0 } };

for (int j = 0; j < text[i].Length; j++)

{

if (vowels.ContainsKey(char.ToLower(text[i][j]))) vowels[char.ToLower(text[i][j])]++;

}

foreach (KeyValuePair<char, int> entry in vowels)

{

if (entry.Value > 1)

{

for (int j = 0; j < text[i].Length; j++)

if (char.ToLower(text[i][j]) == entry.Key)

{

sb[j] = char.IsUpper(text[i][j]) ? char.ToLower(text[i][j]) : char.ToUpper(text[i][j]);

text[i] = sb.ToString();

}

vowel\_string\_set.Add(vowels);

}

}

//Inverting the string

for (int j = 0; j < (text[i].Length / 2); j++)

{

sb = new StringBuilder(text[i]);

char temp = sb[j];

sb[j] = sb[sb.Length - j - 1];

sb[sb.Length - j - 1] = temp;

text[i] = sb.ToString();

}

init\_text\_string = init\_text\_string.Replace(init\_row, text[i]);

}

}

the\_text = init\_text\_string + remaining\_text;

Debug.WriteLine(the\_text);

}

File.WriteAllLines(openFileDialog1.FileName, the\_text.Split('\n'));

}

if (saveFileDialog1.ShowDialog() == DialogResult.OK)

{

using (StreamWriter sw = File.CreateText(saveFileDialog1.FileName))

{

foreach (var item in vowel\_string\_set)

{

List<char> keys = new List<char>(item.Keys);

List<int> values = new List<int>(item.Values);

int temp = 0;

char temp\_char;

if (Convert.ToInt32(textBox2.Text) == 1)

{

// Sort by keys

for (int i = 0; i < values.Count; i++)

{

for (int j = 0; j < values.Count - 1; j++)

{

if (values[j] > values[j + 1])

{

temp = values[j + 1];

values[j + 1] = values[j];

values[j] = temp;

temp\_char = keys[j + 1];

keys[j + 1] = keys[j];

keys[j] = temp\_char;

}

}

}

}

else // Sort by values

{

for (int i = 0; i < values.Count; i++)

{

for (int j = 0; j < values.Count - 1; j++)

{

if (keys[j] > keys[j + 1])

{

temp = values[j + 1];

values[j + 1] = values[j];

values[j] = temp;

temp\_char = keys[j + 1];

keys[j + 1] = keys[j];

keys[j] = temp\_char;

}

}

}

}

for (int i = 0; i < keys.Count; i++)

{

sw.Write("" + keys[i] + " = " + values[i] + " ");

}

sw.Write(Environment.NewLine);

}

}

}

}

catch(Exception ex)

{

label2.ForeColor = Color.Red;

label2.Text = ex.Message;

timer1.Start();

}

}

private void timer1\_Tick(object sender, EventArgs e)

{

label2.ForeColor = Color.White;

label2.Text = "<- number of rows to read";

timer1.Stop();

}

private void label2\_Click(object sender, EventArgs e)

{

}

}

}

Program.cs

using System;

using System.Collections.Generic;

using System.Linq;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace Lab4Forms

{

static class Program

{

/// <summary>

/// The main entry point for the application.

/// </summary>

[STAThread]

static void Main()

{

Application.EnableVisualStyles();

Application.SetCompatibleTextRenderingDefault(false);

Application.Run(new Form1());

}

}

}

Задание 5:

Написать класс, имеющий защищенное поле одномерный массив, а также метод его обработки (см. вариант). Разработать класс, наследник от первого класса, который имеет закрытое поле двумерный массив и метод его обработки (см. вариант). Массивы сгенерировать рандомно в конструкторе. В основной программе запросить у пользователя размер массива и передать это число в конструктор класса. У базового класса разработать метод записи элементов массива в строку и возврат этой строки для вывода на экран. Отдельные строки двумерного массива рассматривать как одномерные массивы и обрабатывать их методами базового класса. Продемонстрировать работу всех методов. ![](data:image/png;base64,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)

Код:

Program.cs:

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Lab5

{

class Program

{

static void Main(string[] args)

{

int i = 0;

while (true)

{

Console.Clear();

switch (i)

{

case 0:

{

Console.ForegroundColor = ConsoleColor.Red;

Console.WriteLine("----------------------------------");

Console.WriteLine("| Task 1 |");

Console.WriteLine("----------------------------------");

Console.ForegroundColor = ConsoleColor.Gray;

Console.WriteLine("----------------------------------");

Console.WriteLine("| Task 2 |");

Console.WriteLine("----------------------------------");

Console.WriteLine("----------------------------------");

Console.WriteLine("| Task 3 |");

Console.WriteLine("----------------------------------");

Console.WriteLine("----------------------------------");

Console.WriteLine("| Exit |");

Console.WriteLine("----------------------------------");

}

break;

case 1:

{

Console.ForegroundColor = ConsoleColor.Gray;

Console.WriteLine("----------------------------------");

Console.WriteLine("| Task 1 |");

Console.WriteLine("----------------------------------");

Console.ForegroundColor = ConsoleColor.Red;

Console.WriteLine("----------------------------------");

Console.WriteLine("| Task 2 |");

Console.WriteLine("----------------------------------");

Console.ForegroundColor = ConsoleColor.Gray;

Console.WriteLine("----------------------------------");

Console.WriteLine("| Task 3 |");

Console.WriteLine("----------------------------------");

Console.WriteLine("----------------------------------");

Console.WriteLine("| Exit |");

Console.WriteLine("----------------------------------");

}

break;

case 2:

{

Console.ForegroundColor = ConsoleColor.Gray;

Console.WriteLine("----------------------------------");

Console.WriteLine("| Task 1 |");

Console.WriteLine("----------------------------------");

Console.WriteLine("----------------------------------");

Console.WriteLine("| Task 2 |");

Console.WriteLine("----------------------------------");

Console.ForegroundColor = ConsoleColor.Red;

Console.WriteLine("----------------------------------");

Console.WriteLine("| Task 3 |");

Console.WriteLine("----------------------------------");

Console.ForegroundColor = ConsoleColor.Gray;

Console.WriteLine("----------------------------------");

Console.WriteLine("| Exit |");

Console.WriteLine("----------------------------------");

}

break;

case 3:

{

Console.ForegroundColor = ConsoleColor.Gray;

Console.WriteLine("----------------------------------");

Console.WriteLine("| Task 1 |");

Console.WriteLine("----------------------------------");

Console.WriteLine("----------------------------------");

Console.WriteLine("| Task 2 |");

Console.WriteLine("----------------------------------");

Console.WriteLine("----------------------------------");

Console.WriteLine("| Task 3 |");

Console.WriteLine("----------------------------------");

Console.ForegroundColor = ConsoleColor.Red;

Console.WriteLine("----------------------------------");

Console.WriteLine("| Exit |");

Console.WriteLine("----------------------------------");

Console.ForegroundColor = ConsoleColor.Gray;

}

break;

}

ConsoleKeyInfo d = Console.ReadKey();

if (d.KeyChar == 'w') if (i - 1 < 0) i = 3; else i--;

if (d.KeyChar == 's') if (i + 1 > 3) i = 0; else i++;

if (d.Key == ConsoleKey.Enter)

{

bool anyExceptions = true;

switch (i)

{

case 0:

{

while (anyExceptions)

{

Console.Clear();

Console.WriteLine("Enter array size:");

try

{

int n = Convert.ToInt32(Console.ReadLine());

Array1D array = new Array1D(n);

Console.WriteLine("\nArray:\n" + array.ToString());

array.solve1();

Console.WriteLine("\nPress any key to return...");

Console.ReadKey();

anyExceptions = false;

}

catch (Exception ex)

{

Console.WriteLine(ex.Message + "\nPress any key to retry...");

Console.ReadKey();

}

}

}

break;

case 1:

{

while (anyExceptions)

{

Console.Clear();

Console.WriteLine("Enter array dimensions:");

try

{

int n = Convert.ToInt32(Console.ReadLine());

int m = Convert.ToInt32(Console.ReadLine());

Array2D array = new Array2D(n, m, true);

Console.WriteLine("\nArray:\n" + array.ToString());

//array.solve2();

Console.WriteLine("\nSolved array:\n" + array.ToString());

Console.WriteLine("\nPress any key to return...");

Console.ReadKey();

anyExceptions = false;

}

catch (Exception ex)

{

Console.WriteLine(ex.Message + "\nPress any key to retry...");

Console.ReadKey();

}

}

}

break;

case 2:

{

while (anyExceptions)

{

Console.Clear();

Console.WriteLine("Enter array dimensions:");

try

{

int n = Convert.ToInt32(Console.ReadLine());

int m = Convert.ToInt32(Console.ReadLine());

Array2D array = new Array2D(n, m, false);

Console.WriteLine("\nArray:\n" + array.ToString());

array.solve3();

Console.WriteLine("\nPress any key to return...");

Console.ReadKey();

anyExceptions = false;

}

catch (Exception ex)

{

Console.WriteLine(ex.Message + "\nPress any key to retry...");

Console.ReadKey();

}

}

}

break;

case 3:

Environment.Exit(0);

break;

}

}

if (d.Key == ConsoleKey.Escape) Environment.Exit(0);

}

}

}

}

Array1D.cs

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Lab5

{

class Array1D

{

protected int[] a;

public int length;

public Array1D(int n)

{

this.a = new int[n];

Random rand = new Random();

for (int i = 0; i < n; i++) a[i] = rand.Next(-10, 11);

this.length = n;

}

public void solve1()

{

int max\_even = int.MinValue;

for (int i = 0; i < a.Length; i++) if (a[i] % 2 == 0 && a[i] > max\_even) max\_even = a[i];

if (max\_even != int.MinValue) Console.WriteLine("Max even: " + max\_even);

else Console.WriteLine("No even numbers found.");

}

public override string ToString()

{

return String.Join(" ", a);

}

public void randomize()

{

Random rand = new Random();

for (int i = 0; i < a.Length; i++)

{

int j = rand.Next(0, this.length);

int temp = a[i];

a[i] = a[j];

a[j] = temp;

}

}

}

}

Array2D.cs

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Lab5

{

class Array2D : Array1D

{

int[][] array;

public Array2D(int n, int m, bool evenRows) : base (n)

{

this.array = new int[n][];

Random rand = new Random();

if (evenRows)

{

for (int i = 0; i < n; i++) array[i] = new int[m];

}

else

{

for (int i = 0; i < n; i++) array[i] = new int[rand.Next(1, m + 1)];

}

for (int i = 0; i < n; i++)

{

for (int j = 0; j < array[i].Length; j++) array[i][j] = rand.Next(-10, 11);

}

}

public void solve2()

{

int first\_neg\_i = -1;

int last\_pos\_i = -1;

int i = 0;

while (first\_neg\_i == -1 && i < array[a.Length - 1].Length)

{

if (array[a.Length - 1][i] < 0) first\_neg\_i = i;

i++;

}

i = array[0].Length - 1;

while (last\_pos\_i == -1 && i >= 0)

{

if (array[0][i] > 0) last\_pos\_i = i;

i--;

}

if (first\_neg\_i == -1 || last\_pos\_i == -1)

{

Console.WriteLine("Could not find one of the two numbers.");

return;

}

i = 0;

for (i = 0; i < a.Length; i++)

{

int temp = array[i][first\_neg\_i];

array[i][first\_neg\_i] = array[i][last\_pos\_i];

array[i][last\_pos\_i] = temp;

}

}

public void solve3()

{

int max\_len\_i = 0;

int max\_even = int.MinValue;

for (int i = 0; i < a.Length; i++) if (array[i].Length > array[max\_len\_i].Length) max\_len\_i = i;

a = array[max\_len\_i];

solve1();

if (max\_even == int.MinValue) Console.WriteLine("No even numbers found in row {0}.", max\_len\_i);

else Console.WriteLine("Max even in row {0}: {1}", max\_len\_i, max\_even);

}

public override string ToString()

{

string s = "";

for (int i = 0; i < a.Length; i++)

{

for (int j = 0; j < array[i].Length; j++) s += String.Format("{0, 4}", array[i][j]);

s += "\n";

}

return s;

}

}

}

Задание 6:

Создать объектную модель предметной области, содержащую 2 класса. Один класс – объект по варианту с 3мя полями. Поля должны быть как со строковыми значениями, так и с числовыми, и должны однозначно идентифицировать объект (т.е. чтобы по полям было понятно, что это стол, а не человек и не собака). Второй класс – список объектов. Реализовать хранение в памяти при помощи коллекций (List, ArrayList). Функции системы: 0) Отображение списка объектов на форме. 1) добавление и удаление элементов в коллекцию при помощи элементов формы и обработка возможных ошибок. 2) вывод информации о всех полях выбранного объекта и редактирование его. 3) поиск и фильтрация элементов внутри коллекции по любому полю на выбор пользователя.

Предметная область: студент.

Код:

Student.cs

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Lab6

{

class Student

{

public int age;

public string name;

public double median;

public Student(int age, string name, double median)

{

this.age = age;

this.name = name;

this.median = median;

}

public override string ToString()

{

return String.Format("{0}, {1} y.o., median: {2}", name, age, median);

}

}

}

StudentGroup.cs

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Lab6

{

class StudentGroup

{

public List<Student> students = new List<Student>();

public List<Student> StreamSort(int filter)

{

switch(filter)

{

case 1:

return students.OrderBy(student => student.age).ToList();

case 2:

return students.OrderBy(student => student.name).ToList();

case 3:

return students.OrderBy(student => student.median).ToList();

default:

return students;

}

}

public List<Student> StreamFilter(int filter, string text)

{

switch (filter)

{

case 1:

return students.Where(student => student.name.StartsWith(text)).ToList();

case 2:

return students.Where(student => student.age > Convert.ToInt32(text)).ToList();

case 3:

return students.Where(student => student.median > Convert.ToDouble(text)).ToList();

default:

return students;

}

}

}

}

Form1.cs

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using System.Diagnostics;

namespace Lab6

{

public partial class Form1 : Form

{

StudentGroup pibd13;

public Form1()

{

InitializeComponent();

pibd13 = new StudentGroup();

comboBox1.Items.Add("Name");

comboBox1.Items.Add("Age");

comboBox1.Items.Add("Median");

comboBox2.Items.Add("Name");

comboBox2.Items.Add("Age");

comboBox2.Items.Add("Median");

}

private void button1\_Click(object sender, EventArgs e)

{

try

{

pibd13.students.Add(new Student(Convert.ToInt32(textBox2.Text), textBox1.Text, Convert.ToDouble(textBox3.Text)));

listBox1.Items.Clear();

listBox1.Items.AddRange(pibd13.students.ToArray());

}

catch (Exception ex)

{

label4.Text = ex.Message;

}

}

private void button2\_Click(object sender, EventArgs e)

{

Debug.WriteLine(comboBox1.SelectedItem.ToString());

switch(comboBox1.SelectedItem.ToString())

{

case "Name":

{

listBox1.Items.Clear();

listBox1.Items.AddRange(pibd13.StreamSort(2).ToArray());

}

break;

case "Age":

{

listBox1.Items.Clear();

listBox1.Items.AddRange(pibd13.StreamSort(1).ToArray());

}

break;

case "Median":

{

listBox1.Items.Clear();

listBox1.Items.AddRange(pibd13.StreamSort(3).ToArray());

}

break;

}

}

private void button3\_Click(object sender, EventArgs e)

{

switch (comboBox2.SelectedItem.ToString())

{

case "Name":

{

try

{

listBox1.Items.Clear();

listBox1.Items.AddRange(pibd13.StreamFilter(1, textBox4.Text).ToArray());

}

catch (Exception ex)

{

label4.Text = ex.Message;

listBox1.Items.Clear();

listBox1.Items.AddRange(pibd13.students.ToArray());

}

}

break;

case "Age":

{

try

{

listBox1.Items.Clear();

listBox1.Items.AddRange(pibd13.StreamFilter(2, textBox4.Text).ToArray());

}

catch (Exception ex)

{

label4.Text = ex.Message;

listBox1.Items.Clear();

listBox1.Items.AddRange(pibd13.students.ToArray());

}

}

break;

case "Median":

{

try

{

listBox1.Items.Clear();

listBox1.Items.AddRange(pibd13.StreamFilter(3, textBox4.Text).ToArray());

}

catch (Exception ex)

{

label4.Text = ex.Message;

listBox1.Items.Clear();

listBox1.Items.AddRange(pibd13.students.ToArray());

}

}

break;

}

}

private void button4\_Click(object sender, EventArgs e)

{

listBox1.Items.Clear();

listBox1.Items.AddRange(pibd13.students.ToArray());

}

private void Form1\_Load(object sender, EventArgs e)

{

}

}

}

Program.cs

using System;

using System.Collections.Generic;

using System.Linq;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace Lab6

{

static class Program

{

/// <summary>

/// The main entry point for the application.

/// </summary>

[STAThread]

static void Main()

{

Application.EnableVisualStyles();

Application.SetCompatibleTextRenderingDefault(false);

Application.Run(new Form1());

}

}

}

Задание 7:

Реализовать игровой процесс на графических примитивах (кружочки, квадратики) или (если игра это допускает), просто куче кнопок.
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Код:

Form1.cs

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using System.Diagnostics;

namespace Game

{

public partial class Form1 : Form

{

const int WIDTH = 1;

const int HEIGHT = 1;

Rectangle[,] blocks;

int player\_x;

int player\_y;

int player\_speed;

int ball\_x;

int ball\_y;

int[] ball\_speed = new int[] { 4, 4 };

int score = 0;

bool gameover = false;

bool game\_win = false;

Bitmap bm;

Graphics g;

Timer movementTimer = new Timer();

public Form1()

{

InitializeComponent();

gameoverlabel.Hide();

win\_label.Hide();

blocks = new Rectangle[WIDTH, HEIGHT];

for (int i = 0; i < WIDTH; i++)

{

for (int j = 0; j < HEIGHT; j++) blocks[i, j] = new Rectangle(i \* (pictureBox1.Width / WIDTH), j \* 20, pictureBox1.Width / WIDTH - 2, 18);

}

player\_x = 200;

player\_y = 700;

ball\_x = 200;

ball\_y = 350;

bm = new Bitmap(pictureBox1.Width, pictureBox1.Height);

g = Graphics.FromImage(bm);

this.KeyDown += new KeyEventHandler(processInputDown);

this.KeyUp += new KeyEventHandler(processInputUp);

timer1.Interval = 10;

timer1.Tick += new EventHandler(timerUpdate);

timer1.Enabled = true;

movementTimer.Interval = 10;

movementTimer.Tick += new EventHandler(movementTick);

}

private void DrawEverything()

{

bm = new Bitmap(pictureBox1.Width, pictureBox1.Height);

g = Graphics.FromImage(bm);

for (int i = 0; i < WIDTH; i++)

{

for (int j = 0; j < HEIGHT; j++) g.FillRectangle(Brushes.Gray, blocks[i, j]);

}

g.FillRectangle(Brushes.Black, new Rectangle(player\_x, player\_y, 100, 20));

g.FillEllipse(Brushes.Black, new Rectangle(ball\_x, ball\_y, 20, 20));

pictureBox1.Image = bm;

scorelabel.Text = "Score: " + score;

}

private void Form1\_Load(object sender, EventArgs e)

{

}

private void checkCollisions()

{

//Walls

if (ball\_x + ball\_speed[0] + 20 > pictureBox1.Width || ball\_x + ball\_speed[0] < 0) ball\_speed[0] \*= -1;

if (ball\_y + ball\_speed[1] < 0) ball\_speed[1] \*= -1;

if (ball\_y + ball\_speed[1] > 740) gameover = true;

//Player

if ((player\_y - ball\_y) < 20 && ball\_x + 10 < player\_x + 100 && ball\_x + 10 > player\_x) ball\_speed[1] \*= -1;

//Blocks

for (int i = 0; i < WIDTH; i++)

{

for (int j = 0; j < HEIGHT; j++)

{

if (blocks[i, j] != null && ball\_x + 10 > blocks[i, j].X && ball\_x + 10 < blocks[i, j].X + blocks[i, j].Width && Math.Abs(ball\_y - blocks[i, j].Y) < 10)

{

blocks[i, j] = Rectangle.Empty;

ball\_speed[1] \*= -1;

score += 50;

}

}

}

ball\_x += ball\_speed[0];

ball\_y += ball\_speed[1];

}

private void checkWin()

{

for (int i = 0; i < WIDTH; i++)

{

for (int j = 0; j < HEIGHT; j++) if (blocks[i, j] != Rectangle.Empty) return;

}

game\_win = true;

}

private void timerUpdate(object sender, EventArgs e)

{

if (!gameover && !game\_win)

{

checkCollisions();

checkWin();

DrawEverything();

}

else if (gameover)

{

gameoverlabel.Show();

}

else

{

win\_label.Show();

}

}

private void movementTick(object sender, EventArgs e)

{

if (!gameover)

{

if (!(player\_x + player\_speed + 100 > pictureBox1.Width) && !(player\_x + player\_speed < 0))

player\_x += player\_speed;

DrawEverything();

}

}

private void processInputDown(object sender, KeyEventArgs e)

{

if (e.KeyCode == Keys.A)

{

player\_speed = -5;

}

if (e.KeyCode == Keys.D)

{

player\_speed = +5;

}

if ((gameover || game\_win) && e.KeyCode == Keys.R)

{

ball\_x = 200;

ball\_y = 350;

score = 0;

for (int i = 0; i < WIDTH; i++)

{

for (int j = 0; j < HEIGHT; j++) blocks[i, j] = new Rectangle(i \* (pictureBox1.Width / WIDTH), j \* 20, pictureBox1.Width / WIDTH - 2, 18);

}

gameover = false;

game\_win = false;

gameoverlabel.Hide();

win\_label.Hide();

ball\_speed = new int[] { 4, 4 };

}

UpdateTimer();

DrawEverything();

}

private void processInputUp(object sender, KeyEventArgs e)

{

player\_speed = 0;

UpdateTimer();

DrawEverything();

}

private void OnPaint(object sender, PaintEventArgs e)

{

DrawEverything();

}

private void UpdateTimer()

{

movementTimer.Enabled = player\_speed != 0;

}

private void gameoverlabel\_Click(object sender, EventArgs e)

{

}

}

}

Program.cs

using System;

using System.Collections.Generic;

using System.Linq;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace Game

{

static class Program

{

/// <summary>

/// The main entry point for the application.

/// </summary>

[STAThread]

static void Main()

{

Application.EnableVisualStyles();

Application.SetCompatibleTextRenderingDefault(false);

Application.Run(new Form1());

}

}

}